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Discovering duplicate or high-overlapping tables in table collections is a crucial task for eliminating redundant
information, detecting inconsistencies in the evolution of a table across its multiple versions produced over
time, and identifying related tables. Candidate duplicate or related tables to support this task can be identified
via the estimation of the largest table overlap. Unfortunately, current solutions for finding it present serious
scalability issues for heavy workloads: Sloth, the state-of-the-art framework for its estimation, requires more
than three days of machine time for computing 100k table overlaps.

In this paper, we introduce ARMADILLO, an approach based on graph neural networks that learns table
embeddings whose cosine similarity approximates the overlap ratio between tables, i.e., the ratio between the
area of their largest table overlap and the area of the smaller table in the pair. We also introduce two new
annotated datasets based on GitTables and a Wikipedia table corpus containing 1.32 million table pairs overall
labeled with their overlap. Evaluating the performance of ARMADILLO on these datasets, we observed that it is
able to calculate overlaps between pairs of tables several times faster than the state-of-the-art method while
maintaining a good quality in approximating the exact result.
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1 Estimating table overlap

Tables are one of the most common formats used in data lakes and Web sources for organizing
information that refers to a common schema [39]. For instance, a large amount of tabular data
can be found in GitHub, which contains more than 10 million tables stored as CSV files [25], and
Wikipedia, where more than 3 million HTML tables have been created throughout its history (2, 5].

In these large table corpora, it is frequent to find pairs of tables that share the same content
across multiple cells, i.e., overlapping tables. This overlap, depending on its size and shape, can
be a signal of table relatedness. For instance, a vertical overlap spanning several rows across a
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R Monument City Country Year S Nation | Population City
ry TV Tower Berlin Germany | 1965-1969 Sq England 8,866,180 London
ry Big Ben London England 1843-1869 S, Italy 2752908 Rome
r3 St. Davids - England 1915-1921 S3 England 1348 St.Davids
ry Colosseum Rome Italy 70-80 Sy Unknown 52 Hum
rs AquaClaudia Rome Unknown 52 S5 Croatia Unknown Rastoke
re Well of Life Zagreb Croatia Unknown Sg Germany | 3.755.251 Berlin

Fig. 1. Pair of tables that overlap in different ways. ({“Unknown”,“52”),(“Croatia”, “Unknown”))
has area four and is the largest overlap obtainable without reordering rows and columns, while
((“Berlin”, “Germany”), (“Rome”, “Italy”), (“London”, “England”)) is the real largest overlap, it has area six
and is obtained through a permutation of rows and columns. The overlap ratio is 6/18 (largest overlap area /
area of the smaller table).

few columns may denote a pair of joinable tables. Similarly, a horizontal overlap can be a sign
of unionability. Further, an overlap covering many rows and columns might represent a case of
duplicate tables, table containment, or different versions of the same table [3].

Detecting overlaps is a challenging task for traditional set-based methods for data discovery, as it
requires considering the alignment of cell values in a table and the structure of the tables themselves.
To fill this gap, the concept of largest overlap, i.e., the largest common rectangular subtable existing
between two tables under any row and column reordering, was recently introduced [54]. We present
an illustrative example of largest overlap in Figure 1.

Identifying tables for which the largest overlap exceeds a certain area and/or presents a specific
shape finds application in multiple real-world scenarios, from the detection of largely overlapping
tables in a data lake, e.g., for subsequent operations of change propagation [3] or elimination of
redundant information, to more specific tasks, e.g., the detection of copying dependencies across
multiple sources [35] or the automated discovery of multi-column joins [54]. In addition, table
overlap not only serves user-facing applications, but can also be used as a filtering or blocking
method for downstream tasks, such as table reclamation [16].

In practice, all proposed use cases fall under two main scenarios: (i) table matching, i.e., retrieving
all the clusters of related tables in a corpus, and (ii) table querying, i.e., given a query table, identifying
a set of related tables in a corpus by building a ranking or using a similarity threshold. Since the first
scenario requires comparing all possible pairs, it has a quadratic complexity, and even when working
with datasets of a few thousand elements, a large number of comparisons needs to be performed.
The second, instead, is linear with respect to the number of tables in the corpus. However, it can be
equally challenging if computed in a brute-force manner, indeed Sloth [54], the only prior approach
available for estimating the largest table overlap, takes more than two hours of machine time to
compare 1 table with a data lake of 10K tables. Thus, in this paper, we analyze the problem of
efficiently approximating the maximum normalized table overlap, referring to it as overlap ratio.

1.1 Table overlap ratio

We define the overlap ratio between two tables by extending the definition of the largest table
overlap [54]. The intuition is to identify the sub-tables of maximum area, in terms of number of
cells, that are shared between the two tables and normalize their area with respect to the area of
the smaller table.

Given two tables R and S defined on the schemas X and Y respectively, we first define an attribute
mapping M as the bijective function that links a subset of columns of the first table X3 CX to another
set Y3 CY of the second table. Each mapping determines a table overlap Oy, which corresponds
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to the sub-table obtained from the intersection under bag semantics of the tuples in the columns
linked by the mapping. We call the overlap area for the mapping M the table area of Oy, i.e., the
number of cells contained in the table overlap generated by the mapping M. Among all the possible
mappings, we are interested in identifying the ones with the maximum overlap area.

ExaMPLE 1 (LARGEST TABLE OVERLAP). Given the tables R and S in Figure 1 it is possible to
identify several attribute mappings. Just to list a few, the mapping M :(Year)— (Population) gener-
ates an overlap area of two, i.e., only two cells are shared between the two columns. The mapping
M,:(City, Country)—{City, Nation) instead, represents a mapping of area six and since there are no
other mappings that generate a larger area, it is a largest table overlap.

Formally, we call O(R, S) the set of table overlaps determined by all possible attribute mappings
between R and S. We instead identify with O*(R,S) € O(R,S) the set of table overlaps with the
largest overlap area, and their respective areas with A*(R, S).

Definition 1.1 (Overlap ratio). Let R, Y be tables defined on the schemas X, Y, Ag and Ag their
table areas, and A*(R, S) their largest overlap area. We call

A*(R,S)

O(R.S) = min(Ag, As)

€ [0,1]
overlap ratio between the tables R and Y.

ExaMPpLE 2 (OVERLAP RATIO). Table R and S have an area of 6 X 4 and 6 X 3 respectively, and their
largest table overlap, deriving from M,, is 6. Their overlap ratio is O(R, S) = m = % =0.33.

1.2 Efficient overlap ratio approximation

Although Sloth [54] provides a method to compute the largest overlap between pairs of tables, it
has serious scalability issues. A possible approach to solving this problem is to consider methods
that further approximate this calculation, such as considering tables as flattened sets of values and
adapting a set-wise similarity measure for this purpose. The Jaccard Similarity [27] is generally
used to compare textual data and defines the similarity of sets of elements as the ratio between
the cardinality of their intersection and their union. It can be used to approximate the overlap
ratio by finding the intersection under set semantics of values in a pair of tables and dividing their
cardinality by the cardinality of their union. Since this approach uses the set semantics, it does not
take into account the repetition of values in the tables. A solution to the problem is computing
the Jaccard similarity under bag semantics, i.e., considering tables as bags of values that allow
repetitions and dividing the cardinality of the bag intersection by the cardinality of the bag union.
Since the number of values in the bag intersection is at most equal to the sum of the sizes of the
two bags, it can predict at most a value of 0.5, hence, it cannot be used as it is. Two solutions are
(1) scaling its result to the right interval by multiplying its prediction by two or (2) dividing the
cardinality of the bag intersection by the size of the smaller bag.

Nonetheless, none of these approaches consider the structure of the tables and thus they fail when
the table pairs have more than one common sub-table. In particular, the last method assumes that
all values in the bag intersection are part of the same largest common subtable, always predicting
an overlap greater or equal to the real one.

EXAMPLE 3 (APPROXIMATE OVERLAP RATIO). For the tables in Figure 1, the Jaccard similarity would
predict an overlap of% = 0.37 under set semantics, an overlap of 2 - % = 0.57 under scaled bag
semantics, and % = 0.67 under bag semantics normalized by the smaller table area. The true value of

6

the overlap ratio between the tables is 1; = 0.33, and is overestimated by all methods.
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To address the challenge of effectively and efficiently estimating the largest table overlap between
two tables, we introduce ARMADILLO, an approach that uses an intermediate graph representation
and graph neural networks to generate table embeddings that encode not only information about
the content of the tables but also about their structure—to capture the information about cell
values appearing together in rows and columns. Thus, thanks to this vectorial representation, table
representations can be compared efficiently to obtain an estimation of the overlap ratio between
the original tables.

We also introduce two new datasets based on GitTables and a Wikipedia table corpus, containing
1.32 million table pairs overall labeled with their overlap, containing respectively 700k pairs of
tables and 620k pairs of tables labeled with the value of their overlap ratio as computed by Sloth [54].
We further split this data into train/valid/test sets by (i) making sure to remove common tables
between training and inference pairs, and (ii) balancing the distribution of the overlap ratio into
ten equally spaced bins in the interval [0, 1]. In summary, our main contributions are:

e The ArMmADILLO approach, which introduces the first GNN architecture for an efficient and
effective approximation of the overlap ratio between tables!

e An extensive evaluation of our approach to the scenarios of table matching and table querying,
highlighting its strengths and weaknesses

e Two open-source annotated datasets based on GitTables and a Wikipedia table corpus,
comprising a total of 1.32 million table pairs with their true overlap ratio

2 ARMADILLO

ARMADILLO is a novel framework for the approximation of the overlap ratio between tables that
exploits table embeddings generated through intermediate graph representations of tabular data.
Given a pair of tables, the process of predicting their overlap consists of three major steps that are
shown in Figure 2:

(1) Graph construction: the input tables are mapped to graphs, whose nodes and edges represent
tabular elements and their structural relationships

(2) Graph embedding: the graphs are fed into a graph neural network (GNN) that computes graph
embeddings, i.e., embeddings of the graph representation of the table contents

(3) Overlap computation: the graph embeddings are compared to predict the overlap ratio between
the tables

In the following, we describe these steps, the implementation choices, and their motivations.

! Armadillos are cousins of Sloths, with a top speed of 48km/h, as opposed to 1km/h.
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2.1 Graph construction

To determine the overlap ratio of a pair of tables, three key pieces of information are needed: which
cells contain the same values, the areas of the tables, and the structure of the tables, i.e., which
columns and rows the cells belong to. This information should be considered regardless of the
order of the rows and columns in the input tables.

For intermediate representations of tables, two main approaches have been explored in the
literature: (i) serializing tables into plain text or (ii) building graph-based representations. While the
first approach cannot exhaustively encode the table structure, previous works [8, 20, 34] suggest
that representing tables as graphs when generating embeddings of schema elements improves
the expressivity of the final result. The intuition of these approaches is representing the schema
elements and their relationships as nodes and edges, e.g., nodes can refer to cells, columns, and
rows, while edges model relationships between them. Starting from this general scheme, several
variants can be considered. Li et al. [34] map cells into one or more nodes in the graph depending
on the number of tokens contained in the value, e.g., the number of words for sentences. Cappuzzo
et al. [8] collapse different occurrences of the same value in a table into a single node. Ge et al. [20]
do not use a specific node for the columns and insert all column-related information in the edges
that link row and cell nodes.

None of these structures can be directly applied to our task. Dividing multi-token cells into
multiple nodes makes it harder to identify exact matching cells. Compressing multiple repetitions
of the same value across multiple cells into a single node limits the information on the multiplicity
of values and the area of the table, since the overlap ratio is computed as a ratio of two areas
this information plays an important role in estimating it. Representations that insert all column-
related information in the edges that connect row and value nodes proved to perform well on
entity matching tasks, but they can produce a not fully connected graph, limiting the expressive
capabilities of embedding methods that exploit paths between nodes to propagate signals, e.g.,
graph neural networks.

ArMADILLO builds for each table a graph with the structure shown in Figure 2. It has three
categories of nodes, one for each tabular element: column nodes, row nodes, and cell nodes. There is
one distinct node for every row, column, and cell in the table. The graph is tripartite and undirected,
hence, two categories of edges link cell nodes with the nodes associated with the rows and columns
to which they belong. The topology of the graph depends solely on the number of rows and columns
in the table. Hence, it provides information about the area of the table and its structure, but it does
not take the actual values inside the cells into account. To provide information about the content
of the table, each node is associated with an embedding. In this way, ARMADILLO generates a graph
containing all the information to calculate the overlap ratio listed at the beginning of Section 2.1.

Node embeddings. Node embeddings need to represent different properties depending on the
category of nodes. Embeddings of cell nodes must provide information about their values, encoding
whether two cells have the same content or not. Word embedding approaches, e.g., word2vec [38],
despite being time-efficient, are vulnerable to out-of-vocabulary tokens that cause the loss of
information about the content of the cells. N-grams-based approaches, e.g., Fasttext [7], manage to
reduce the out-of-vocabulary occurrences by generating embeddings of sub-words, but they cannot
handle numerical data well enough. Transformer-based approaches, e.g., BERT [11], exploit more
advanced tokenization techniques, e.g., WordPiece [49], solving the out-of-vocabulary problems
also when working with numerical data, but they are computationally more demanding and slower,
see Section 4.2.

ArMADILLO generates the initial embeddings of the cell nodes by hashing their values with the
well-known SHA-256 algorithm. Since this hashing approach expects textual data as input, all the
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numerical values are converted to strings. As the NaN values are considered when determining the
largest overlap, they are converted to the string null and hashed like the other values. Since the
output of the SHA-256 algorithm is a hexadecimal string composed of 64 characters, i.e., a sequence
of 32 numbers that range from 0 to 255, the initial node embeddings have 32 dimensions.

This hashing approach is faster than transformer-based methods and, in the absence of collisions,
generates the same representation for two cell nodes only if they contain the same value. As for
the purpose of computing the overlap ratio the semantics of the values inside the cells is irrelevant,
their hashes contain all the necessary information.

The initial embeddings of row and column nodes are generated by aggregating the embeddings
of the cells that they contain. Minimum and maximum functions are not suitable aggregation
functions for this purpose, as they do not provide information about all the cells within the row or
column. The sum function offers a global representation of rows and columns but does not ensure
embeddings with values from 0 to 255, generating a representation inconsistent with the one used
for the cell nodes. To aggregate the cell nodes, ARMADILLO uses the mean aggregation function,
which provides global information and generates embeddings with values in the correct range.

Graph construction. Algorithm 1 summarizes the sequence of operations that ARMADILLO per-
forms to convert a table into a graph. Graphs are represented by two matrices containing the node
embeddings and the edges in the graph, respectively. The node embedding matrix associates each
node with an index and an embedding, and the edges are stored as pairs of indexes-values.

Given a table as input, ARMADILLO iterates over its rows and columns (lines 5-17). Each cell is
converted to text and hashed by the hash_string function to obtain the cell embedding (lines 7-12).
The cell node is then inserted into the graph and connected with the nodes related to the row
and column it belongs to (lines 13-15). Furthermore, a reference to the cell embedding is stored in
two intermediate variables, namely rows_to_values and columns_to_values, to subsequently have
access to all the embeddings related to a given row or column (lines 16-17). Finally, ARMADILLO
generates the embeddings of the columns and rows respectively by calculating the average of the
embeddings of the related cells (lines 18-19).

As ArmADILLO must process all cells in the table, one by one, to construct the graph, the
computational complexity grows linearly with the area of the table. If r is the number of rows and
¢ the number of columns, the computational complexity of the algorithm grows linearly with the
number of cells in the table, or more accurately O(r - ¢).

2.2 Graph embedding

The graph described in Section 2.1 is only an intermediate representation of the table, and needs
further processing to become the final one. ARMADILLO carries out this operation in two steps. First,
it refines the initial node embeddings using the connections between nodes in the graph. Then,
it aggregates the node embeddings into a single final embedding, i.e., a graph embedding, which
contains all the necessary information for approximating the overlap ratio.

The intuition of the embedding refinement process is to modify the embedding of a node by
regarding its neighborhood in the graph. Given how the graph is constructed, this operation allows
the framework to encode knowledge about the structure and content of the tables. We considered
two possible approaches for this operation. The first one adapts EmbD]I, a framework proposed by
Cappuzzo et al. [8], which uses node2vec [21], and the second one relies on graph neural networks.
Our experiments showed that, when it comes to working with large collections of tables, EmbDI is
too slow, for this reason, ARMADILLO uses the second method (see Section 3.3 and Section 4 for
further details). For the aggregation method, we apply a readout layer based on mean pooling [50].
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Algorithm 1: Graph Construction Algorithm
Input: A table

edges « init_edges()

embeddings « init_node_embeddings()
rows_to_values « init_rows_values_mappings()

[

columns_to_values « init_columns_values_mappings()
foreach r € table.rows() do
foreach c € table.columns() do
v « table.get_cell_value(r,c)
if is_number(v) then
‘ v « str(v)
if is_na(v) then
‘ 0 «— “null”
v_emb « hash_string(v)
embeddings.add_embedding(v_emb)
edges.add_edge(r,v)
edges.add_edge(c,v)
rows_to_values([r].add(v)
17 columns_to_values[c].add(v)
18 embeddings.compute_column_embeddings(columns_to_values, strateqy = Mean)

O 0 N G e w N

R v S~ T S~ S SO
A A W N . O

19 embeddings.compute_row_embeddings(rows_to_values, strateqy = Mean)
Output: embeddings, edges

Why graph neural networks? Node embedding approaches based on node2vec do not process
graphs natively and exploit random walks to generate training sentences for a skip-gram model,
finding node embeddings that are based on the topology of the graphs without considering possible
features associated with the nodes. Graph neural networks are specifically designed to process
graphs and require as input for every node a feature vector that contains information about it.
Furthermore, GNNs are faster than word2vec since they do not need to train a skip-gram model
from scratch for inference, a requirement that node2vec has instead.

In our framework we use GraphSAGE, a GNN architecture proposed by Hamilton et al. [23].
During our preliminary experiments, we defined lists of candidate values for the model hyperpa-
rameters, e.g., the number of layers and the embedding size, and we trained several versions of
GraphSAGE. In ARMADILLO we use the configuration that performed the best. Given as input an
edge list and a feature matrix, i.e., the embedding matrix, GraphSAGE is able to fine-tune the initial
embeddings using information taken from the nodes’ neighborhood, the refined node embeddings
have 300 dimensions and their values are not limited to the interval [0,255]. In any case, ARMADILLO
is modular, so one may change its configuration at will and retrain it to use different GNN models
or a different number of dimensions for the final embeddings.

In the next paragraph, we present the concept of receptive field and explain how it influenced
the choice of the number of layers.

Receptive field. The receptive field of a node is defined as the set of nodes used to generate
its embedding. The cardinality of this set is mostly influenced by the number of layers of the
network, specifically, if there is one layer, the embedding of a node is computed by aggregating the
embeddings of the nodes at distance 1, if there are two layers, also nodes at distance 2, and so on.
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Fig. 3. Receptive field of a cell

A low number of layers would limit the amount of information that a node can receive from
its neighbors. On the other hand, a high number of layers risks increasing the receptive field too
much and cause over-smoothing: “the exponential convergence of suitable similarity measures on
the node features” [41]. It is an effect that reduces the expressivity of the node embeddings.

Figure 3 visualizes the effect of an increasing number of layers on the receptive field by showing
which schema elements influence the embedding of a cell node. When there is only one layer, the
embedding of a cell node is computed by aggregating the embeddings of its row and its column,
with two layers, the embeddings of the values in the same row or column are included, with three
layers, also the perimeter of the table, i.e., all the row and column nodes, is included, and with four
layers, the aggregation involves all the nodes in the graph.

When embedding row and column nodes, the situation is slightly different: with three layers,
their receptive field covers the entire graph, but the overall pattern is similar. Our initial experiments
suggested that using three layers provides the best performance for our use case.

2.3 Overlap computation and training

In this section, we explain (i) the similarity measure that we use to compare the embeddings and
(ii) an overview of the training approach.

Cosine similarity. By Generating table embeddings, we map the problem of measuring a sim-
ilarity between tables, to measure a similarity between vectors. Since the overlap ratio itself is
a ratio between two areas, it is not suitable to compare vectors. A common choice for compar-
ing embeddings is the cosine similarity [8, 55], but since it has values between -1 and 1 and the
overlap ratio ranges from 0 to 1, it cannot be used as it is. For this reason, ARMADILLO uses a
thresholded variant of the cosine similarity, where all the negative values of cosine similarity
become 0, mapping the domain in the correct interval. Formally, let Eq, E; be table embeddings,
Opredicted(E1, Ez) = max (0, cos_sim(Ey, Ez)) € [0,1] is their predicted table overlap ratio.

Training approach. ARMADILLO needs to learn the weights of the graph neural network to be
functional. This process requires a dataset of triples containing pairs of tables and their overlap
ratio. We provide two labeled datasets that are balanced by overlap intervals. We divide both into
train, test, and validation without repetition of tables between the three sets. We further describe
their structure and the approach used to build them in Section 3.2.

The training loop is composed of four steps that repeat for each training sample. The first step is
the graph construction, where ARMADILLO maps pairs of input tables into graphs with the structure
proposed in Section 2.1. For optimization reasons, ARMADILLO prebuilds graphs for all the tables in
the dataset and in practice, this step only retrieves the correct pair of graphs from a dictionary. The
second step is the embedding generation. Here, the model uses the GNN model followed by the
aggregation layer to convert the graphs into table embeddings, as explained in Section 2.2. Keep in
mind that even though during the training the embeddings are computed for pairs of tables, each
table embedding is independent of the other, and each table has the same embedding, regardless of
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Table 1. Stats for 256 834 GitTables and 128 620 WikiTables.

Dataset # cols # rows area # distinct # missing

GitTables mean 13.03 151.69 1351.85 520.80 118.56

min 1.00 1.00 2.00 1.00 0.00
max 698.00 19254 99856 99558 98908
WikiTables mean 7.92 9.60 74.57 36.58 5.68
min  1.00 1.00 1.00 1.00 0.00
max 722 854 4350 1785 1573

which is the table it is compared to. The third step is the loss computation. We considered using two
different losses in this step: the Mean Squared Error (MSE) and the Mean Absolute Error (MAE).
Our initial experiments suggested that MAE performed slightly better than MSE. Furthermore, its
results are more interpretable. The fourth and last step is the backpropagation of the loss and the
update of weights.

We trained two main models on two different domains of tables: Armadillo-G, trained on tables
extracted from GitHub, and Armadillo-W, trained on web tables extracted from Wikipedia. We
provide details on and links to both datasets in Section 3. We used 100 epochs of training for both
of them, the first one needed almost 30 hours of training time, while the second one, due to the
smaller tables, needed almost 7 hours in total.

3 Experimental setup

In this section, we describe the experimental setup by providing details on the datasets, baselines,
and testing scenarios used in the evaluation. Since we are analyzing the task of estimating the
overlap ratio between pairs of tables, we reorganized our benchmarks to obtain pairs of tables
labeled with their overlap. This represents the ground truth for our evaluation. Then, we used
these datasets to train two versions of ARMADILLO and to generate testing data for two evaluation
scenarios (1) table matching, i.e., determining the overlap between pairs of tables, and (2) table
querying, i.e., given a query table, identifying overlapping tables inside a table repository. We
open-sourced both the datasets and the code used in this evaluation in a GitHub repository?.

3.1 Datasets

GitTables. GitTables [25] contains 1 million tables extracted from GitHub. It was created to provide a
benchmark containing tables that are structurally different from Web tables and resemble relational
database tables. After removing empty and corrupted tables, we extracted a subset of approximately
256k tables from the original dataset. We report their statistics in Table 1. This dataset is diverse in
composition, on average each table has 152 rows, 13 columns, and an average area of almost 1.4k
cells, while some outlier tables can reach up to 19k rows and 698 columns with a maximum area
of up to almost 100k cells. Further, repetitions of values inside the tables are relatively frequent:
the average number of distinct values in a table is 520, which is almost half of the average area.
Missing values, i.e., empty cells, are also frequent, and on average, there are 118 empty cells per
table, i.e., approximately 10% of the area.

WikiTables. We denote as WikiTables a set of almost 2.13 million tables extracted from a dataset
containing the different versions of the English Wikipedia tables collected throughout their his-
tory [4, 5]. In particular, we consider the tables from the latest snapshot available in the dataset,

2Link to the repository containing the artifacts produced.
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dated September 1, 2019. After filtering out ill-formed and empty tables, we extracted a subset out
of the dataset, for which we provide statistics in Table 1. Each table contains on average 10 rows,
8 columns, and has an area of 75 cells, while there are outlier tables reaching more than 800 rows,
700 columns, and an area of more than 4k. Further, the average area of the tables is less than 10% of
the average area of tables in GitTables. Repetitions of values inside the tables are relatively frequent:
the average number of distinct values in a table is 37, while the average table area is 75. Similarly
to GitTables, the average number of missing values per table is less than 10% of the average table
area. Nonetheless, there are tables containing up to more than 1k missing values.

3.2 Ground truth generation

We divided both GitTables and WikiTables into three disjoint sets of tables with a 3:1:1 ratio,
containing respectively tables for the training, validation, and test sets. This was done to (1) prevent
data leakages, i.e., to avoid inserting in the test and validation sets tables that are already included
in the training set, and (2) evaluate the ability of the approach to generalize to unseen tables.
Secondly, for each set of tables, we identified pairs of tables with a uniform distribution of their
overlap, i.e., we wanted to obtain an equal amount of pairs with high overlap ratio and low overlap
ratio. To achieve this, we used a procedure that combines the LSH banding technique [33] with a
random sampling method. The intuition is to use LSH to obtain pairs of tables with medium-high
overlap and random sampling to select pairs of tables that share little information®. In particular,
we performed LSH by varying the number of bands. We considered 8, 16, and 32 bands, determining
estimated Jaccard similarity thresholds of about 0.88, 0.71, and 0.42, respectively. Then, we used
Sloth [54] to compute the overlap for these pairs of tables. We then divided the pairs into ten
equally spaced bins by overlap ratio, i.e., from 0 to 1 with a step of 0.1, and selected from each of
them 50k pairs in the training set and up to 10k pairs in the validation and test sets. The outputs of
this procedure were two collections of table pairs, balanced with respect to their overlap ratio. The
GitTables triple dataset contains 500k training triples and 100k testing and validation triples, while
the WikiTables triple dataset contains 500k training triples and 60k test and validation triples. For
our evaluation, we trained and tested both within each dataset and also across the two datasets.

3.3 Baselines

We compare the performances of ARMADILLO with twelve other methods, eight of those based
on table representation learning (TRL). For each method, we evaluate both the runtime and the
overlap estimation effectiveness of the model.

The TRL baselines adapt existing sentence, graph, or tabular elements embedding methods to
generate table embeddings whose cosine similarity approximates the overlap ratio between pairs
of tables. We repurposed each model for generating one single table embedding instead of, e.g., one
embedding for each cell. Since the cosine similarity between these table embeddings is not granted
to approximate the overlap ratio between tables, for each model we trained a scaling head, i.e., a
one-layer network that, given an embedding of a table, produces a new embedding with the desired
properties. Each scaling head is trained on the same train, test, and validation data as ARMADILLO
for a total of one hundred epochs.

Non TRL based. The first non-TRL baseline we compare against is Sloth [54], the state-of-the-art
method for identifying the largest overlap between tables. Sloth is an approximate method that
has been proven to produce results that are exact or very close to exact. Thus, we also use Sloth’s
predictions as ground truth and compare to it only in terms of efficiency.

3The use of random sampling is justified by the fact that the distribution of the table pair similarity is more shifted towards
low similarity values.
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The second baseline is the Jaccard similarity [27], a popular text similarity measure that
can be repurposed for the overlap ratio estimation scenario. In this setting, a table is considered
as a flattened set of values, i.e., a collection of the distinct values contained into its cells. More
formally, let R, Y be two tables and S(R), S(Y) the sets of the values contained into their cells. We
call Jaccard(R,Y) = %

A bag is an unordered set of elements that allows repetitions, the Jaccard similarity under bag
semantics is computed by dividing the cardinality of the intersection of two bags by the cardinality
of their union and has values between 0 and 0.5. To keep track of the multiplicity of values the third
approach (Jaccard-B-U) considers tables as flattened bags and scales Jaccard’s result in the right
interval by multiplying it by two. More formally, let R, Y be two tables and B(R), B(Y) the bags
of the values contained into their cells. We call Jaccard-B-U(R,Y) = 2 - % the Jaccard
similarity under bag semantics between tables R and Y.

The fourth one is another adaptation of the Jaccard similarity under bag semantics that normalizes
the set intersection dividing it by the number of cells of the smaller table. We refer to it as Jaccard-
B-S. More formally, let R, Y be two tables and B(R), B(Y) the bags of the values contained into
their cells. We call Jaccard-B-S(R, Y) = %
normalized by the smaller table area between the tables R and Y.

the Jaccard similarity between tables R and Y.

the Jaccard similarity under bag semantics

Sentence embedding based. State-of-the-art table representation learning baselines use adaptations
of two sentence embedding models: BERT [11] and RoBERTa [36]. Both models, given an input
tokenized sentence, generate context-aware embeddings of the tokens. We developed three pairs of
embedding models that follow different approaches for generating table embeddings.

The first two models are BERT-R and RoBERTa-R, given an input table, they generate a
sentence for each row by concatenating all their values and separating them with commas. Then,
for each row, they generate token embeddings and average them to obtain a row embedding. Finally,
they find the table embedding by averaging the row embeddings.

The models in the second pair are BERT-T and RoBERTa-T. Given an input table, they generate
a sentence for each row in the same way as the previous two models. Then, they concatenate the
row sentences using the newline character as separator to obtain a single sentence. Finally, they
generate token embeddings for the tokens inside the table sentence and average them to obtain the
table embedding.

The models in the third pair are BERT-T-N and RoBERTa-T-N. They follow the same embedding
procedure as the models in the second pair but, before converting the table into a sentence, they
perform a noising operation on all its values to measure the impact of the domain knowledge of the
models on the embedding quality. The noising is performed by substituting the value of each cell
with its hashed value obtained using the SHA-256 algorithm.

While it would be possible to generate one sentence for each cell value and then aggregate
them into a final embedding, we excluded this baseline because, after initial investigation, we
determined that (1) the embedding generation was extremely slow and (2) our experiments suggest
that processing the entire table at once outperforms processing its components separately.

Cell and entity embedding based. TURL [10] is a table representation method that, given a parsed
table, is able to provide embeddings of its components. We used the cell-filling version of TURL [10]
to build a baseline that we call TURL-T. The model, given an input table, first, uses TURL to
generate an embedding for each cell and distinct entity inside the table, then, averages these
embeddings to obtain a table embedding.

Graph embedding based. EmbDI [8] exploits an intermediate graph representation and an adap-
tation of node2vec [21] to generate embeddings of rows, columns, and cells of pairs of tables. We
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used it to develop our final baseline: EmbDI-T. The model, given a pair of tables, uses EmbDI to
generate embeddings of their elements, and then, generates the table embeddings by averaging
them. Differently from all the other embedding approaches, the embedding of a table changes if
it is compared to two different tables, hence, while using this approach, there is no advantage in
pre-computing the embeddings of the tables, limiting its usefulness in a real-world scenario.

3.4 Testing scenarios

We compare ARMADILLO with the competitors in two scenarios. The first concerns table matching,
i.e., calculating the overlap ratio between each pair of tables in a given collection. The second is
table querying, where the goal is identifying inside a repository tables that overlap with a given
query table.

These scenarios test the effectiveness of the models in two different ways, by measuring their
overall capabilities while approximating the overlap ratio and evaluating their ability to correctly
identify the tables with the highest overlap.

For both scenarios, we also evaluate the efficiency of the approaches, by measuring the time
needed to calculate the overlap ratio between a single pair of tables and the time needed to answer
a query. We provide more details for each of these scenarios below.

Table matching. We consider the pairs of tables included in the test sets of the analyzed datasets.
For each pair of tables, we calculate the overlap ratio with the considered approaches and measure
the time necessary to carry out this operation. For ARMADILLO and its TRL competitors, we also
apply a cross-domain evaluation by analyzing their performance when trained on WikiTables and
tested on GitTables, and vice versa. This allows us to understand the generalization capabilities of
the approaches to different domains.

Table querying. We simulate this scenario by considering 100 query tables and a collection of 10k
tables. The choice of these dimensions, as discussed in Section 4.2.2, is motivated by the time
needed for Sloth to execute: it required a total time of more than one week to complete the task on
a single dataset. The query tables and the collection are extracted from the GitTables dataset by
random sampling to simulate a real-world scenario, taking care to not select tables already seen by
ArMADILLO during its training or validation.

We also included a different querying scenario: the table reclamation [16]. Given a query table,
it aims to identify a set of generating tables inside a data lake to reconstruct the query table by
performing both data discovery and integration. Since Gen-T [16], the state-of-the-art framework
for table reclamation, does not scale well with large amounts of data, we propose ARMADILLO as a
possible blocking method to reduce the number of candidate generating tables inside a data lake for
a query table. In our experiments, we used a data lake composed of the tables inside the WikiTables
dataset and the 32 data lake-tables inside the TP-TR small benchmark [16], the query table set is
composed of the 26 query tables of TP-TR small.

4 Experiments

In the following, we first study the effectiveness of ARMADILLO in approximating the overlap ratio
and then its efficiency.

ARMADILLO is implemented in Python 3.11.3 and its code is publicly available on GitHub. Tables
are stored as CSV files divided into folders. Our experiments were performed on a server machine
equipped with a AMD EPYC 7702P CPU with 64 cores @2-3.35GHz, two GPUs, one NVIDIA Quadro
RTX A6000 with 48 GB of VRAM and one NVIDIA Quadro RTX 5000 with 16 GB of VRAM, and
512 GB of RAM, running Ubuntu 20.04.
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Fig. 4. Tradeoff between effectiveness and efficiency of the models in the two scenarios. Both charts report
the total runtime (in log scale) on the X-axis and the MAE or the NDCG score on the Y-axis. The MAE refers
to WikiTables’ results. Armadillo-inference refers to ARMADILLO’s runtime when the table embeddings are
already available.

Tables 2 and 3 summarize the results obtained by ARMADILLO and the baselines in the task
of table matching. The first one shows the performance of the TRL-based baselines, while the
second one focuses on the non-TRL ones. Table 4 reports the performance of all models in the table
querying scenario. Finally, Figure 4 provides a visualization of the tradeoff between effectiveness
and efficiency of ARMADILLO and the baselines in both scenarios. In the following sections, we will
discuss the results in detail.

4.1 Effectiveness

We analyze how well ARMADILLO performs on the task of predicting the overlap ratio between
tables, in comparison to the ground truth, by analyzing its performances when performing the
tasks of table matching, in Section 4.1.1, and table querying, in Section 4.1.2.

4.1.1 Table matching. To understand how well ARMADILLO and its competitors approximate the
overlap ratio between pairs of tables, we report the mean absolute error (MAE) of their predictions
computed using as ground truth the test sets of the GitTables and WikiTables triple datasets. To
analyze the performance of ARMADILLO and its TRL competitors on different domains, we also
perform a cross-domain evaluation by reporting the MAE when the models are trained on GitTables
and evaluated on WikiTables and vice versa. In Table 2, the columns MAE Git-Git and MAE Wiki-
Wiki refer to the MAE of the models trained on GitTables and evaluated on GitTables and trained
on WikiTables and evaluated on WikiTables respectively, while MAE Git-Wiki MAE Wiki-Git refer
to the cross-domain evaluation, i.e., trained on GitTables and evaluated on WikiTables and trained
on WikiTables and evaluated on GitTables respectively. Figure 5 contains five box plots that show
how the absolute error (AE) of ARMADILLO and its best-performing competitors varies across the
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Table 2. Experimental results for the TRL models introduced in Section 3.3 in the table matching scenario. In
the column names, the suffixes Git and Wiki identify the dataset that the column refers to, while Git-Git,
Git-Wiki, Wiki-Wiki, and Wiki-Git refer to models trained on GitTables and evaluated on GitTables, trained
on GitTables and Evaluated on WikiTables, and so on. The total time refers to the sum of the embedding time
and the inference time.

Total Total Embedding Embedding Inference Inference MAE MAE MAE MAE

Model Time Time Time Time Time Time Git Git Wiki Wiki

Git Wiki Git Wiki Git Wiki Git Wiki Wiki Git
Sloth 80h:03m 15h:15m Os 0s 80h:03m 15h:15m 0.000 0.000 0.000 0.000
EmbDI-T - 19h:33m - 19h:33m - 10s - - 0.339 -
TURL-T 135h:33m 58m:51s 135h:23m 53m:00s Im:48s 5m:51s 0.326 0.367 0.199 0.388
BERT-R 52h:47m 2h:32m 52h:36m 2h:32m 18s 11s 0.240 0.363 0.115 0.395
BERT-T 5h:32m 26m:11s 5h:21m 26m:00s 18s 11s 0.113 0.295 0.092 0.294
BERT-T-N 42h:25m 2h:30m 42h:15m 2h:30m 18s 11s 0.172 0.354 0.208 0.284
RoBERTa-R 54h:34m 2h:34m 54h:23m 2h:34m 18s 11s 0.197 0.349 0.144 0.392
RoBERTa-T 3h:45m 26m:11s 3h:34m 26m:00s 18s 11s 0.094 0.309 0.096 0.298
RoBERTa-T-N  6h:34m 37m:11s 6h:24m 37m:00s 18s 11s 0.177 0.417 0.190 0.428
Armadillo 0h:28m 1m:37s 0h:28m 1m:30s 11s 7s 0.064 0.214 0.068 0.246

Table 3. Experimental results for the non-TRL models introduced in Section 3.3 in the table matching scenario.

Model Total time-Git Total time-Wiki MAE-Git MAE-Wiki

Sloth 80h:03m 15h:15m 0.000 0.000
Jaccard 29s 6s 0.146 0.220
Jaccard-B-U 1h:26m 11.85s 0.163 0.230
Jaccard-B-S 1h:26m 11.85s 0.165 0.270
Armadillo 0h:28m 1m:37s 0.064 0.068

Table 4. Experimental results for the models introduced in Section 3.3 in the table querying scenario.

Model Total time Inference time NDCG@10 NDCG@ 1000
Sloth 171h:10m 171h:10m 1.00 1.00
Jaccard 3m:56s 3m:56s 0.81 0.71
Jaccard-B-U 6h:23m 6h:23m 0.81 0.70
Jaccard-B-S 6h:23m 6h:23m 0.78 0.80
TURL-T 6h:6m 1h:36m 0.77 0.65
BERT-R 4h:23m 2m:02s 0.77 0.64
BERT-T 1h:58m 2m:05s 0.77 0.68
BERT-T-N 3h:26m 2m:06s 0.66 0.61
RoBERTa-R 4h:25m 2m:05s 0.77 0.62
RoBERTa-T 1h:51m 2m:05s 0.77 0.65
RoBERTa-T-N 1h:57m 2m:05s 0.66 0.57
Armadillo 8m:59s 1m:54s 0.73 0.64
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datasets, there, the MAE is indicated with a green dotted line and its value is reported above it. The
upper chart in Figure 4 reports with a dashed horizontal line the MAE of ArmaDILLO, showing
intuitively that our model provides a lower MAE than the competitors.
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(a) Absolute error on GitTables. (b) Absolute error on WikiTables.

Fig. 5. Absolute error distribution of ARMADILLO, Jaccard similarity, and RoBERTa-T in approximating the
overlap ratio calculated by Sloth [54]. The mean absolute error of the models is reported in green. The letters
G and W identify the training dataset of the model.

On WikiTables we observe that ARMADILLO, in its domain-native version, obtains a MAE of
0.068, which is the best result. BERT-T and RoBERTa-T have a MAE of 0.092 and 0.096 respectively,
performing not only better than BERT-R and RoBERTa-R, which have a MAE of 0.115 and 0.144,
but also better than more resource-demanding models, i.e., EmbDI-T and TURL-T, which have a
MAE of 0.339 and 0.199. A limitation of the BERT family models is that when working with noised
data their performances drop significantly; indeed, BERT-T-N and RoBERTa-T-N have a MAE of
0.208 and 0.190. An explanation for this behavior is that their embeddings’ quality relies on their
knowledge of the table domain, e.g., Wikipedia is one of the training sources of BERT.

Regarding the non-TRL competitors, the Jaccard similarity produces the best results, with a MAE
of 0.220 compared to a value of 0.230 for the Jaccard-B-U, and a MAE of 0.270 for the Jaccard-B-S.

The cross-domain evaluation highlights the limitations of ARMADILLO’s architecture and the
TRL competitors in general when used in a domain drastically different from the training one. The
version of ARMADILLO trained on GitTables has a MAE of 0.214, which is similar to the MAE of the
Jaccard similarity, while BERT-T and RoBERTa-T have a MAE of 0.295 and 0.309 and all the other
TRL models have a MAE greater than 0.349.

On GitTables, the domain-native version of ARMADILLO is still the best with a MAE of 0.064,
while the performances of BERT-R, TURL-T, RoBERTa-R, and BERT-T decrease, with MAEs of 0.240,
0.326, 0.197, and 0.113. On the other end, the performances of the Jaccard similarity, Jaccard-B-U,
Jaccard-B-S, and RoBERTa-T, get better, with MAEs of 0.146, 0.163, 0.165, and 0.094.

The cross-domain evaluation has a different outcome, indeed, the versions of ARMADILLO, BERT-
T, and RoBERTa-T trained on WikiTables have MAEs of 0.246, 0.294, and 0.298, performing worse
than the Jaccard similarity and, for the model of the BERT family, comparably with BERT-T-N. An
explanation for this result is that since the GitTables triple dataset contains a larger number of
distinct tables than the WikiTables triple dataset and its tables are larger in size, the models are
able to learn more generic information that proves useful in the cross-domain scenario. The other
TRL models all have an MAE close to 0.4.

In Figure 6 we analyze how the MAE varies across pairs of tables with different overlap ratios.
To carry out this evaluation we divided the samples in the test sets into 10 equally populated bins
and measured the MAE of each bin. Figure 6a reports such results for GitTables and considers bins
of 10k pairs, while Figure 6b does the same for WikiTables using bins of 6k pairs.
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Fig. 6. Distribution of ARMADILLO’s and related baselines’ mean absolute error (MAE) across pairs of tables
with different overlap ratios. The letters G and W identify the training dataset of the model.

Analyzing the results on the two datasets, we can observe that the native version of ARMADILLO’s
error distribution is rather uniform across the bins, having similar performance regardless of the
characteristics of the table pairs, which can have a low overlap in the cells as well as a high overlap.
The only exception is the last bin, which contains highly overlapping table pairs. There the results
are more precise for all the models, highlighting a bias in predicting very high overlaps, indeed, as
shown in Figure 5, in very few cases all of the models get the results completely wrong, predicting
a high overlap where there is almost none. ROBERTa-T follows a trend similar to ARMADILLO in
both of the datasets, while we can observe that the Jaccard similarity, especially on WikiTables,
tends to overestimate the overlaps.

In the cross-domain scenario, the ARMADILLO and RoBERTa-T versions trained on the WikiTables
and evaluated on GitTables tend to overestimate the overlap. On WikiTables the results are slightly
different, indeed, ARMADILLO performs better than the Jaccard similarity and has a more uniform
MAE distribution between the bins. RoOBERTa-T, instead, follows a trend similar to the Jaccard.

Regarding the relationship between the MAE of ARMADILLO and the areas of the tables, similarly
to what we did for the true overlap ratio, we grouped the samples in the test sets in 10 bins by area
ratio, i.e., the ratio between the area of the smaller table in the pair and the larger one. We observed
that in both datasets ARMADILLO tends to perform better for high values of area ratio, i.e., when the
tables in the pairs have similar sizes. This result is justified by the area ratio distribution of the
pairs in the test datasets, indeed, more than half of them have an area ratio between 0.9 and 1.

As a final note, although rather variable errors exist for all approaches, as can be seen in Figure 5,
ArMaDILLO produces the smallest interquartile variance, demonstrating its robustness to different
table characteristics.

4.1.2  Table querying. In this section, we analyze how well ARmADILLO performs when compared
with the baseline approaches in a table querying scenario, i.e., finding the top k most similar tables
in a collection with respect to a user query. In our experiments, we used a query set composed of
100 tables and a collection of 10k tables extracted from GitTables, none of these tables were used
during the training and validation of the models.

To measure the performances, we used the NDCG (Normalized Discounted Cumulative Gain)
score [28], a metric with values between 0 and 1 that measures how well a recommendation system
is ranking the top k elements of a set with respect to the ideal ranking,.
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Fig. 7. NDCG@k score for increasing values of k. The TRL models were trained on GitTables.

In Figure 7, we show the results of this experiment by visualizing values of k that are powers of
ten, i.e., 10°,101,10%,10%, and 10%. In Table 4, we report the values obtained with k = 10! and k = 10°.

Both Figure 7 and Table 4 show that the TRL models have worse performances than the Jaccard-
based ones, indeed, even though these methods are not aware of the structure of the tables, many
cases of highly overlapping tables are just duplicate tables or table containments, and for both
these categories of relationships, the structure awareness is less relevant than for smaller values of
overlap. Furthermore, TRL models are trained to minimize the AE error on a single prediction, and
even though small overlap differences between different pairs are important in a ranking scenario,
they may be overlooked during training in favor of minimizing the larger ones.

In the table reclamation scenario, we measured the average of reduction ratio (RR) and pair
completeness (PC) [37] across all the set of candidate generating tables obtained filtering out tables
with an overlap ratio with the query table lower than a specified threshold. We observed that the
best results are obtained using thresholds of 0.1 and 0.2, which have RRs of 0.54 and 0.77 and PCs
of 0.71 and 0.50 respectively. More extreme results are obtained by using thresholds of 0.01 and 0.4,
with RRs of 0.31 and 0.98 and PCs of 0.93 and 0.26.

4.2 Efficiency

We analyze how fast ARMADILLO is in the task of predicting the overlap ratio between tables by
analyzing its performances when performing the tasks of table matching, in Section 4.2.1, and table
querying, in Section 4.2.2.

4.2.1 Table matching. In this section, we provide evaluations that are complementary to the ones
of Section 4.1.1 by analyzing the efficiency of ARMADILLO in calculating the overlap ratio between
pairs of tables. In Table 2, the fourth and fifth columns report the time needed by ARmADILLO and its
TRL competitors to embed all the tables that appear in the test set of the GitTables and WikiTables
triple datasets. The sixth and the seventh columns report the time needed by the TRL models to
compute the overlap ratio when the embeddings are already available, i.e., their inference time.
Finally, the second and third columns report the Total time required by the models to compute the
overlaps, i.e., the sum of their embedding and inference time. Table 3 reports the results for the
non-TRL competitors, since they have no embedding time, it contains only the total time.

As also highlighted by the vertical dotted lines in the topmost chart of Figure 4, on both datasets,
ARMADILLO is considerably faster than the TRL competitors, needing less than thirty minutes for
GitTables and less than two minutes for WikiTables. Both BERT-T and RoBERTa-T, the fastest of
the baselines, needed more than three hours for embedding GitTables and almost thirty minutes for
WikiTables, their noised versions, i.e., BERT-T-N and RoBERTa-T-N, probably due to the different
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tokenization of the noised cell values, were slower, needing more than two hours and a bit less
than one hour to embed the tables of WikiTables. BERT-R and RoBERTa-R needed more than fifty
hours for GitTables and more than two and a half hours for WikiTables. TURL-T, even though it
needed less than one hour to process WikiTables, proved not to scale well with large table sizes
and needed more than five days for GitTables. Finally, EmbDI-T needed almost one day to generate
the embeddings of WikiTables, which is more than the time needed by Sloth to compute all of the
overlaps from scratch.

The fifth and sixth columns of Table 2 report the inference time needed by ArRmMADILLO and its
competitors to compute the actual table overlaps. For ARMADILLO, this time refers to the computation
of the cosine similarity and requires less than seven seconds for WikiTables and less than twelve for
GitTables. For the other TRL models, the inference phase requires fine tuning the table embeddings
through the scaling head and computing their cosine similarity, this operation required around
ten seconds on WikiTables and slightly less than twenty seconds on GitTables for each one of
the TRL competitors. The only exception is TURL-T, which required additional operations for
the embedding fine tuning for a total of around five minutes on WikiTables and ten minutes on
GitTables. Regarding the non-TRL competitors, they compute the overlaps from scratch and have
different inference times. Sloth needed a bit more than fifteen hours for WikiTables and more than
80 hours for GitTables, while Jaccard-B-U and Jaccard-B-S needed less than twelve seconds and one
and a half hours for WikiTables and GitTables respectively. Finally, the standard Jaccard similarity,
needing less than thirty seconds to process GitTables and around six for WikiTables, has the lower
total time of all the models, which is also comparable to ARMADILLO’s inference time.

Figure 8 presents the results of a workload test to evaluate the cumulative runtime of the models
while predicting the overlap ratios of the pairs in the test set of WikiTables. The x-axis reports the
number of overlaps computed and the y-axis, the current cumulative runtime. The chart contains
one line for each model and since there are a few models considerably slower than others, it contains
in the top left corner a zoom on the fastest models to help the visualization. This test represents a
sort of online usage of the models where it is not possible to apply any optimization, e.g., exploiting
pre-computed table embeddings or computing more overlaps in parallel, where all the tables are
assumed to be new, i.e., they have never been encountered before and for each pair, the models
have to find new table embeddings from scratch and compute their similarity.

At first impact, it is clear that all of the models except EmbDI are several times faster than Sloth,
the black line. A second consideration is that the lines do not intersect, i.e., the faster models’
cumulative runtime is consistently lower than Sloth’s. Looking into the zoomed area, RoBERTa-R
is the slowest of the faster models, followed by TURL. Then, RoBERTa-T, and finally, Armadillo and
the Jaccard similarity, which we recall needed less than one minute to compute all of the overlaps.

As a final note, as shown in Table 2, ARMADILLO spends most of the time computing table
embeddings and, more specifically, constructing the intermediate graph-based representation of
the tables. We further inspected this behavior and identified a correlation between the table area
and the total embedding time, suggesting that larger tables have greater embedding time.

4.2.2 Table querying. In this section, we provide evaluations that are complementary to the ones of
Section 4.1.2 by analyzing the efficiency of ARMADILLO in a table querying scenario. To compute the
1000 000 overlaps for this experiment, Sloth needed 7 days of machine time. Overall, ARMADILLO
took approximately ten minutes to embed the 10100 tables needed for the experiment and to
compute the 1000 000 cosine similarities between the pairs. BERT-T, RoBERTa-T, and RoBERTa-T-N
needed around two hours for the same operation, BERT-R, BERT-T-N, and RoBERTa-R around four
hours, and TURL, Jaccard-B-U, and Jaccard-B-S around six hours. Finally, the Jaccard similarity
was the fastest method and needed four minutes in total. A similar trend can be observed in the
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Fig. 8. Cumulative runtime of the models while computing the overlap ratio of the 60k test pairs of WikiTables.

table reclamation scenario, where ARMADILLO computed almost three million overlaps and half
overlaps in less than twenty minutes.

In any case, also in this task, ARMADILLO is the best TRL approach in terms of efficiency and the
best in general, if we consider only its inference time, and even though its effectiveness is not as
good, it was not trained for a ranking task, and developing an architecture that is specific for it
may be relevant future work.

4.3 Architectural validation

To validate our architecture and justify our design choices we performed (1) an ablation study to
measure the impact of variations on the core components and (2) a performance stability study to
show that the model’s performs consistently across different data from the same domain.

Ablation study. The three core components of the ARMADILLO architecture proposed in Section 2
are node embedding initialization, node embedding aggregation, and overlap ratio computation. We
separately measured the impact of changes on these components and summarized an overview of
our results in Table 5.

Instead of initializing the node embeddings using the SHA-256 algorithm, we tried a BERT [11]
based approach, a Fasttext [7] based approach, and a random initialization. Our experiments
suggest that a random initialization, despite being slightly faster than SHA-256, is unable to provide
information about the content of the nodes, scoring a MAE of 0.1792 and delivering the worst
performance. The MAE obtained using Fasttext and BERT are higher than the ones obtained using
SHA-256 as well, suggesting that hash-values contained all the structural information needed by the
model for the overlap computation and that during the embedding process some of this information
is lost. Furthermore, runtime-wise they are outperformed, building the table graph almost three
and twenty times slower than ARMADILLO’s configuration.

Instead of computing the final table embedding by averaging all the column, row, and cell
embeddings, we also tried aggregating their combinations: only cell, row, or column embeddings,
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Table 5. Ablation study comparing alternative component implementations to the ARMADILLO configuration.

Component Configuration Totaltime MAE

Random 3m:2s  0.1792
Initialization = BERT 30m:16s  0.0736
Fasttext 6m:31s  0.0917
Rows 3m:21s  0.0727
Columns 3m:25s  0.0725
Aggregation Cells 3m:52s  0.0731
Rows-Columns 3m:27s  0.0745
Rows-Cells 3m:22s  0.0708
Columns-Cells 3m:7s  0.0692
Similarity Absolute value 3m:25s  0.0709
Armadillo 3m:23s  0.0680

only row and column embeddings, only row and cell embeddings, and only column and cell
embeddings. Although our experiments show that ARMADILLO’s configuration delivers the best
performance, they are comparable with the ones of the other models, especially the ones obtained
by aggregating cell and column nodes, suggesting that their embeddings contain the most relevant
information for overlap computation. Indeed, even though the row embeddings are not directly
used, as shown in Section 2.2, they are part of the receptive field of column and cell nodes and their
embeddings entail information about them as well.

Finally, instead of computing the overlap ratio of two tables as the maximum value between zero
and the cosine similarity between their embeddings, we tried using the absolute value of the cosine
similarity. Our experiments suggest that the two approaches perform similarly, but ARMADILLO’s
one provides a lower MAE.

Performance stability. To evaluate the consistency of ARMADILLO’s performance across different
data from the same domain, we swapped the test and validation sets of the WikiTables triple dataset
and used them to train another version of ARMADILLO. We performed the same operation to train a
new version of ARMADILLO on GitTables. The models obtained a MAE of 0.069 both on WikiTables
and GitTables, these results are close to the values obtained by the versions of ARMADILLO trained
using test and validation sets in the normal ordering, which are 0.068 and 0.064 respectively.

5 Related work

In this section, we review the research areas that are most connected to our work: (1) discovery
and integration of related tables, (2) table representation learning, and (3) graph neural networks.

5.1 Discovery and integration of related tables

A line of work in the literature focuses on managing tabular data in data lakes. In this domain, we
identify three main tasks: discovering related tables, integrating them, and detecting duplicates.
For related table discovery, many approaches identify joinable tables to extend schemas by
finding shared join attributes using exact or fuzzy matching [12, 14, 45]. Zhu et al. [57] propose
JOSIE, which frames joinable table discovery as an overlap set similarity search problem, offering
scalability for large datasets. Other approaches focus on discovering unionable tables, i.e., tables
that can be merged to increase their number of tuples [17]. Nargesian et al. [40] approach the
problem by identifying unionable attributes, i.e., attributes that derive from the same domain and
that have significant syntactic and semantic similarity. SANTOS [29], further extends this approach
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by analyzing relationships between columns. More recently, Fan et al. [18] introduced Starmie
which leverages pre-trained language models to encode advanced column semantics using full
table context. There is a line of work that further generalizes this concept by discovering related
tables in a broad sense. Sarma et al. [43] provide a framework for finding bondings between tables,
including joinable and unionable tables, with scalable algorithms capable of handling over a million
tables. Other cases of related table discovery focus on identifying similar datasets in data lakes to
support data wrangling [6] or exploring related tables for data science pipelines, such as retrieving
training data and features in environments like Jupyter Notebooks [56].

The discovery phase is followed by the integration process, which aims to generate coherent
tabular data by combining related tables. Khatiwada et al. [30] propose ALITE, a framework that
exploits the full disjunction operator to handle cyclic join patterns over incomplete tabular data.
To aid the information integration process, Saha et al. [42] introduce schema covering, where a
complex schema is aligned with a set of concepts to identify correspondences, i.e., a cover of the
schema. Gal et al. [19] study the tradeoff between completeness, i.e., the part of the schema that can
be covered by the set of concepts in the cover, and ambiguity, i.e., the amount of overlap between
concepts in the cover. Fan et al. [16] propose Gen-T, a framework for table reclamation that aims to
identify a set of source tables to closely reconstruct a given table by performing both data discovery
and integration. The authors also apply Gen-T to validate tabular data generated by large language
models (LLMs) [15]. In our experiments, we explored ARMADILLO’s capabilities as blocking method
for the task of table reclamation.

The third category involves detecting duplicate tables. Bleifuf et al. [4] identify duplicate tables
in adjacent Wikipedia snapshots to track the evolution of tables over time. Koch et al. [32] focus
on table matching in data lakes, distinguishing between duplicate table retrieval (querying a table
against a collection) and lake de-duplication (comparing all tables), but considering only exact
matches and containment, hence simplified scenarios compared to those identifiable through the
table overlap.

5.2 Table representation learning

We call tabular elements components of tables such as rows, columns, cells, and captions. Two main
categories of approaches exist for generating embeddings of tabular elements: transformer-based
models and graph-based models. Transformer-based approaches flatten the two-dimensional table
into a textual format [1], often by serializing rows or columns and inserting separators and data
types [10, 13, 24, 44, 52]. Structural awareness is added through positional embeddings [24, 26, 52],
modified attention mechanisms (e.g., vertical attention in TaBERT [52] and combined vertical-
horizontal attention in [46]), or pretraining tasks specific to tabular data, such as masking cells,
columns, or entities [10, 24, 52].

Graph-based approaches, on the other hand, represent tables as graphs, where nodes correspond
to tabular elements and edges to relationships. EmbDI [8] represents tables as tripartite graphs
connecting column, token, and record nodes, and generates embeddings via a node2vec-style
approach [21]. Similar graphs [20, 34] are also exploited to generate meaningful attribute and
record representations that are used to support the entity resolution task. In MGNETS [9] one or
more graphs are used to model tables’ relations and to support the table search task. GTR [48]
instead feeds a graph transformer [53] with a tabular graph to solve the table retrieval task. Finally,
other approaches, such as Retro [22], generate relational embeddings by refining pre-trained
word embeddings using foreign key relationships. Since it creates an intermediate graph-based
representation of the table which is processed by a graph neural network model, ARMADILLO can
be classified in this category of approaches.
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5.3 Graph neural networks

Graph neural networks are a category of deep learning models that are designed to process graphs.
Kipf et al. [31] proposed one of the first architectures in this category, GCN (graph convolutional
network), which adopts a scalable semi-supervised approach to learn node embeddings that encode
both local graph structure and features of nodes. GraphSAGE, proposed by Hamilton et al. [23],
further extends the architecture by learning a function that generates embeddings by sampling and
aggregating features from a node’s local neighborhood. While in previous approaches neighboring
nodes contribute equally to the embedding of a target node, in graph attention networks (GATs) [47]
each node can influence the embeddings of its neighbors differently. This is achieved by using an
attention mechanism whose weights are learned directly by the GNN to discriminate the more
relevant neighbors from the less important ones. Finally, another popular GNN model is GIN (graph
isomorphism network) [51], which generates graph representations that encode isomorphism
relationships between graphs.

6 Conclusion and future work

In this paper, we presented ARMADILLO, an approach to efficiently determine the overlap ratio
between two tables. Its main applications are in the discovery of duplicate tables, multiple versions
of the same table, and related tables in general. ARMADILLO addresses this problem by generating
table embeddings that encode overlap relationships between tables in their similarities and that can
be efficiently compared. More specifically, ARMADILLO first creates intermediate representations of
tables based on tripartite graphs that embed knowledge about the structure and content of the table.
These graphs are then provided as input to a graph neural network that learns graph embeddings.
Finally, the embeddings’ cosine similarity approximates the overlap ratio between the input tables.

We also introduced two new datasets derived from GitTables and WikiTables, which contain
pairs of tables labeled with their overlap. After analyzing the performance of ARMADILLO on these
datasets, we observed that it can efficiently compute the table overlap ratio, committing an absolute
error lower than seven percent on average.

Regarding future work, we plan to improve the cross-domain performance of ARMADILLO by
exploiting domain adaptation techniques and to further extend ARMADILLO by training a new model
specifically for a table-ranking scenario. Then, we plan to relax the original definition of table
overlap, which relies on exact matching, by exploiting a more approximate fuzzy matching logic to
identify overlapping tables even with noisy data.
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